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Abstract. The creation of the World Wide Web (WWW) in the early
1990’s finally made the Internet accessible to a wider part of the population3.
With this increase in users, security became more important. To address
confidentiality and integrity requirements on the web, Netscape—by then a
major web browser vendor—presented the Secure Socket Layer (SSL), later
versions of which were renamed to Transport Layer Security (TLS). In turn,
this necessitated the introduction of both security indicators in browsers to
inform users about the TLS connection state and also of warnings to inform
users about potential errors in the TLS connection to a website. Looking at
the evolution of indicators and warnings, we find that the qualitative data on
security indicators and warnings, i.e., screen shots of different browsers over
time is inconsistent. Hence, in this paper we outline our methodology for
collecting a comprehensive data set of web browser security indicators and
warnings, which will enable researchers to better understand how security
indicators and TLS warnings in web browsers evolved over time.

1 Introduction
The emergence of the World Wide Web (WWW) and the development of the

first browser in the beginning of the 90’s made the Internet accessible to the wider
public. Today, web browsers are the major interface for users to engage with the
Internet. However, availability of Internet access to the wide public also led to the
average end-user being a common target of attacks. The common way on the web
to ensure confidentiality, integrity, and ideally even identity is TLS (formerly SSL).
In the case of web browsers, security indicators and warnings communicate TLS
information to end-users, so these can take necessary action, e.g., not visit a site.
However, communicating the current TLS security state and implications of TLS
errors to end-users in the web browser user interface (UI), enabling them to make
the right decisions and take the right actions is a still ongoing challenge.

While usability and user experience are drivers of UI design in consumer-oriented
products, they are only one among several influencing factors in the context of secu-
rity protocol related UIs. Security protocols evolve over time, in a complex process
3 This is the accepted version of our SPW 2019 paper. The authenticated version is
available online at Springer via https://doi.org/10.1007/978-3-030-57043-9_25
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that is not only driven by market demands (including usability needs), but also
by the interests of diverse actors (e.g., industry, academia, standardization bodies,
etc.) [2] and changing security requirements [2, 16].

For web browsers, this has natural implications for their user interface design,
specifically for how they inform users about errors and the state of TLS-enabled
(and plain text) connections. To better understand today’s security and usability
challenges, it is important to understand how these indicators and warnings evolved
over time and how research, industry, and the practical reality of the Internet
influenced this process.

However, until now, there is no consistent historical data set of browsers’ ways of
reporting SSL/TLS states via indicators and warnings. In practice, the qualitative
data, i.e., screen shots of different browsers over time, is inconsistent. Figures found
in the literature are temporarily and spatially limited, and online resources are not
sufficiently uniform for a consistent comparison. To build a systematic overview of
web browsers’ communication of TLS states and error conditions in the UI, we need
a data set that contains the evolution of TLS security indicators and warnings in web
browsers over time. Hence, in this work we make the following contributions towards
an open data set of browser UIs—currently focusing only on desktop browsers—in
the context of TLS security:

– As the literature does not provide sufficient detail and consistent information
on the evolution of browser security indicators and warnings, we propose to
build an open data set to enable an in-depth analysis of the evolution.

– To set the ground for us and others to contribute to and to use such a data set,
we outline the requirements for a browser TLS UI data set in terms of browsers,
browser versions, and TLS errors and states.

– We describe the expected practical challenges in collecting this data in terms of
data quality and comparability, including the visual representation of collected
screen shots.

The remainder of this paper is structured as follows: In Section 2, we outline
the technical background on TLS. In Section 3, we then revisit web browsers, and
TLS information display and errors over time. We continue by providing data set re-
quirements, outlining a data collection procedure and discussing its limitations and
challenges in Section 4. Here, we address and discuss challenges like the impact of
screen resolution and size on the visibility of indicators, and the limited availability of
older software versions. Finally, we summarize our results and conclude in Section 5.

2 History and Functionality of SSL/TLS
2.1 History of SSL/TLS

SSL (Secure Socket Layer) 1.0 was first introduced by Netscape Communica-
tions in 1994, followed by versions 2.0 in 1995 and 3.0 in 1996 [43]. The protocol was
further developed within the IETF, where its successor protocol was renamed to
TLS (Transport Layer Security) [11]. Since then, newer versions regularly appear,
with TLS 1.1 in 2006 [12], TLS 1.2 in 2008 [13], and TLS 1.3 in 2018 [31]. While
the development of new versions was initially driven by features, especially TLS
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1.3 introduces new security mechanics and defenses against recently discovered
attacks [31, 35] and the discontinuation of by-now insecure algorithms and key-
sizes [34]. In addition, existing attacks against TLS [35] led to the deprecation of
SSL 2.0 [44] and SSL 3.0 [4] by the IETF. Similarly, TLS 1.0 is no longer an option
for systems handling credit card data [29].

High-Level Functionality. In general, a TLS session follows four major steps
while being established [11–13, 31]:

1. Session initiation: Client and server exchange their capabilities (supported
ciphers, etc.)

2. (Mutual) authentication: The server authenticates to the client by default.
Optionally, the client may also authenticate to the server. Usually, this is done
by using the local trust store found on most devices.

3. Key establishment: Server and client establish a shared secret, usually using
public key cryptography.

4. Symmetrically encrypted session: Finally, the established key is used for
a session using a symmetric cipher.

2.2 X.509 Certificates, PKI and CAs

An essential part of TLS is the authentication of at least the server by the client.
For this purpose, TLS relies on a PKI system where Certificate Authorities (CAs)
issue X.509 certificates to parties operating a host with a specific DNS [25] name.
Certificates are usually signed by intermediate CAs. Clients, e.g., web browsers
then have a vendor-supplied (local/OS-wide) trust-store that contains the root
certificates of CAs used to sign those intermediate certificates. Therefore, validating
a certificate is also called validating the trust chain.

The process of a CA assuring that an entity is authorized to receive a certificate
for a name (has authority over the name) is called validation. Traditionally, there are
Domain Validation (DV), Organization Validation (OV), and Extended Validation
(EV) [10]. DV usually just requires the certificate requesting party to demonstrate
authority over a proxy, e.g., being able to host content on the website a domain
points to, or being able to access a mail address associated with a domain [5]. OV
requires the issuing CA to verify an organization, while EV requires the CA to
follow an extensive guide to verify the requesting entity [10]. Hence, in theory, EV
certificates should significantly reduce phishing attacks [21].

2.3 Deployment on the Web

While SSL and TLS adoption has been traditionally slow, recent changes to the
PKI ecosystem have led to a surge of TLS enabledwebsites. The introduction of Let’s
Encrypt lead to a significant rise inwebsites usingTLS [24] as it removed traditional—
mostly cost—barriers to certificate deployment [1]. Similarly, various large browser
vendors [19] and the payment card industry [29] increased requirements for TLS.
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3 SSL/TLS in Web Browsers in the Present and Past
3.1 Web Browsers

Web browsers are the standard tool to browse the web. As of December 2018,
there are at least 30 browsers from different vendors and organizations, with an
even richer history of different versions [40]. Among those browsers are desktop and
mobile versions of which some are bound to specific operating systems or devices.
Mobile browsers became popular with the wider spread of mobile computing devices
at the end of the last decade. As the scope of this work are desktop browsers, we
use ‘browser’ and ‘desktop browser’ interchangeably in the remainder of this work.

From themid 1990’s up to the early years of the newmillennium, the browsermar-
ket used to be dominated first by Netscape Navigator and later byMicrosoft Internet
Explorer (IE) [26]. In 2004, Mozilla Firefox (FF) was officially released [28] and soon
received constant growth, leading to a decreased market share of IE [40]. Soon after
the release of the Chrome browser by Google in 2008, the browser landscape changed
again significantly with Chrome becoming the most popular browser, see Table 1.

While the set of popular browsers did not change in the last decade,
there was a significant change in popularity, with both FF and IE—as well
as Edge as its successor—having lost popularity, while Chrome now accounts
for nearly 3

4 of the market, see Table 1. As of December 2018, the most
popular browsers are Google’s Chrome, followed by Mozilla’s Firefox, Mi-
crosoft’s Internet Explorer, Apple’s Safari, Microsoft’s Edge, and Opera’s Opera.

Browser Jan. 2009 Dec. 2018

Internet Explorer (IE) 65.41% 5.31%
Edge N/A 4.03%
Firefox (FF) 27.30% 10.15%
Chrome 1.38% 71.29%
Safari 2.57% 5.09%
Opera 2.92% 2.18%

Table 1. Market share of most popular web
browsers in Jan. 2009 and Dec. 2018 according
to statcounter.com [40]

3.2 Web Browser TLS User
Interface Standards

In 2010, the World Wide Web
Consortium (W3C) has published
user interface guidelines for the web
security context [32]. These guide-
lines describe the TLS information
that should be communicated to
end-users in web user agents (such
as web browsers) and provides rec-
ommendations on how this informa-
tion has to be presented.

The guidelines differentiate between the primary user interface that is the part
of the user interfaces that is directly accessible by the user, and the secondary
interface that is not directly accessible, e.g., extended settings after clicking an
‘options’ button. The guidelines require a security indicator, either in the primary or
in the secondary user interface in a consistent position, which can not be obscured
by web content. They also require the presence of identity information, either in the
primary or the secondary user interface. Again, the position must be consistent and
the information must only be derived from the validated certificate. In addition,
the guidelines explicitly require warnings for self-signed, untrusted root, expired,
and revoked certificate errors, or if “TLS negotiation otherwise fails” [32]. While
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the guidelines provide a high-level set of requirements and definitions, the actual
appearance of indicators and warnings is subject to the decisions of individual
browser vendors.

3.3 Web Browser SSL/TLS User Interfaces in Practice
Traditionally, SSL/TLS information has been displayed by means of security

indicators and warnings in the primary UI. Indicators are passive security signals
that inform the user of the TLS security state, including TLS errors. They change
their visual appearance based on TLS states (including error states). Major TLS
errors are further accompanied by warnings in the UI. Warnings are active security
signals: in contrast to indicators, they require users to actively take an action.

Indicator and warning UI states. Current publications on browser security
indicators and warnings distinguish five UI states [8, 15]: HTTP (i.e., no HTTPS),
HTTPS (including DV and OV certificates), HTTPS with EV certificate, HTTPS
withminor errors, andHTTPSwithmajor errors. In addition, Felt et al. also consider
non-TLS related issues, e.g., if a website is blacklisted for hosting malware [15].
While these definitions provide an overview of the different UI states that indicators
and warnings can take in concurrent browsers, the question is whether all browsers
translate the (technical) TLS and error states equally to the respective UI states.

When looking at a fine-grained overview of (technical) TLS errors, as, for in-
stance, provided on badssl.com [22], there seems to be an agreement on how browsers
translate the majority of TLS states and errors to the UI. For instance, standard
server-side certificate issues (self-signed, expired, unknown issuer, domain name
mismatch) result in major errors and subsequent warnings in Edge 42, Chrome 71,
and Firefox 64. However, as of December 2018, for some errors there are differences
in how browsers translate them to the UI states. For instance, a revoked certificate (a
major error) is displayed with a warning in Edge 42 and Chrome 71 (though without
the option to add an exception), but Firefox 64 does not allow the connection and
shows a “Secure connection failed” page.

There have been also differences in translating the error states to the UI in
the past. For instance, whereas Firefox had a dedicated indicator for HTTPS with
minor errors, most other browsers treated this state like HTTP [15].

Indicator position. The position of indicators differed significantly among the
different versions of the same browser and among different browsers in the past. For
instance, Internet Explorer showed the indicator on the lower right of the browser,
within the status bar (IE 5-6), whereas later versions (IE 7-9) showed it on the right
side of the URL bar [7]. Similarly, Firefox has seen indicator position changes over
time within the primary UI [7]. In contrast, today’s major browsers, see Table 1, all
show the security indicator on the left side of the URL bar [8].

Visual appearance of indicators. Indicators have mostly used symbols (e.g.,
padlocks, shields, or triangles), color (e.g., grey, yellow, green, red) and text strings
(such as “not secure”) to indicate different TLS and error states. For instance, a
closed padlock has traditionally signaled in many – and even in early browsers such
as Netscape Navigator [38] – a valid SSL/TLS connection (HTTPS): the data is
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(a) Warning displayed due to an unmatching host.

(b) Website with an extended validation certificate.

Fig. 1. Display and location of a) website with an error, and b) website with an extended
validation certificate in Microsoft Edge 41.

encrypted in transit and the certificate chain validated correctly. Padlocks were
used to indicate HTTPS with major errors in earlier Chrome versions, signaling the
more risky state with red color or a crossed-out padlock [15]. Nowadays, they have
been replaced with a red triangle that includes an exclamation mark (Chrome 71).
Not all browsers have a dedicated indicator for major TLS errors (additionally to
the warning): as of December 2018, the Firefox 64 indicator for HTTPS with major
errors features a grey circle with an ‘i’ inside. Besides symbols, some browsers (e.g.,
IE 7) further used color-highlighted URL bars to distinguish different TLS and
error states [21]. The URL bar also often holds the EV certificate state. An example
of contemporary indicator placement is shown in Figure 1.

Visual appearance of warnings. In case of HTTPS with major errors, browsers
show a warning. Initially, as for example in Firefox 2 [41], warnings were presented as
a pop-up dialog featuring a heading (“Website Certified by an Unknown Authority”)
and an additional description. Users received interaction options, for example,
accepting the certificate permanently, temporaryly (default), or not connecting to
the website. Among other things, issues with this warning were that its appearance
was similar to other uncritical dialogs and that it contained technical jargon [41].

Nowadays, the warnings in the five major browsers cover the full content window.
All of them contain a heading, explanatory text, different interaction options (e.g.
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proceed or go back to previous page), and an image. This image may be a red shield
with an exclamation mark (Chrome 70, Edge 42), a red-crossed padlock (Firefox
63), or just a padlock (Safari) [39, 30].

3.4 Examples for UI Evolution
The premise for our work is that indicators and warnings evolved over time and

that research, industry, and the practical reality of the Internet influenced each
other in this process. In this subsection, we will briefly go over examples for such
use cases, which can be further investigated using our proposed data set.

HTTP considered insecure. HTTP works only with the plain-text communi-
cation, and is thus insecure by default. As such, researchers suggested indicating
this [15]. While in the past many browsers did not feature a dedicated HTTP
indicator [15], recent developments induced a shift in how the HTTP connection
state is communicated to users. Starting from Chrome 56 and Firefox 51, the so far
neutral HTTP indicator got accompanied with either text (“not secure”, Chrome)
or a symbol (Firefox), signaling an insecure state for HTTP pages which contain
password and credit card fields [33, 46]. At the same time, the Chrome team an-
nounced future plans to further transit the HTTP state towards being shown as
insecure by using the same indicator for this state as for the HTTPS with major
error state [42]. The changes were motivated by the increase in HTTPS deployment
in the Internet and the aim to further promote the use of TLS [33, 46]. They can
thus be seen as an example of how the practical reality of the Internet (see also
Section 2.3) influences indicator design.

Development of EV certificates. The increase in phishing attacks led browser
developers to collaborate on improving phishing defenses, among other things
through means of EV certificates [17, 37]. Eventually, the CA/Browser Forum, a
standardization body of mainly certificate authorities and browser vendors, was
founded [47] and issued later on the EV certificate guidelines in 2007 [9]. In the
meantime, the Internet Explorer team was the first to come up with a proposal for
indicating the HTTPS with EV state in their browser UI [17] and other browser
vendors later on followed in designing a dedicated indicator [27]. However, as of
2009, usable security researchers criticized that indicators still differed considerably
among browsers [36]. As of December 2018, the visual appearances of the HTTPS
with EV state has harmonized: Major browsers show website identity information
next to the padlock (by showing the company name and sometimes the company
location) for EV certificates.

The introduction of EV certificates is an interesting example that shows how
developments in the ecosystem led to observable changes in the user interface
and usability improvements of the UI over time. However, some researchers claim
that the end-users do not understand the different assurances provided by EV
certificates as opposed to OV certificates. This leads to varying adoption of the
extended verification since the extra burden may have only marginal benefit [20].

Treatment of mixed content. Mixed content occurs if parts of a web page are
loaded via HTTPS while others are still loaded via HTTP. This used to trigger a
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warning pop-up dialog in IE 7 and IE 8 [6], necessitating a user interaction. IE 9 then
started to automatically block insecure content [23], and changed indicator state
by removing the padlock. Firefox traditionally used the padlock plus an additional
indicator (a shield) to notify for mixed content. In 2015, they decided to remove
the shield and to add additional cues to the padlock (e.g. a crossed padlock or a
triangle with exclamation mark) [45]. Chrome used to have an HTTPS with minor
error indicator for mixed content, but decided in 2015 to use the HTTP indicator
for this state instead [18]. As the treatment of mixed content does not seem to be
harmonized between browsers, it may be considered as an example of an ongoing
indicator evolution in the UI.

4 Browser’s Security Indicator Open-Data Set
In the previous section, we provided examples of how research, industry, and the

practical reality of the Internet influence the evolution of indicators and warnings.
To work towards a better understanding of how browser vendors adopt security
technology from each other, and to correlate this with the browser version history
and the general time-line of developments in the ecosystem, we need a qualitative
data set of web browser UIs for TLS handling. Hence, we propose an open data
repository of primary browser UI screen shots, and describe the requirements and
challenges of creating such a repository. Thus, the focus of this paper is on the
methodological framework.

4.1 Requirements

Certificate
Validation

Wrong Host
Selfsigned
Revoked
Expired
HSTS Violation
No Common Name
No Subject
Untrusted Root
No Certificate Transparency
SNI Support

Content and
Connection Type

HTTP Only
HTTP Text Area
HTTP Password
HTTP Credit Card (+Autofill)
Mixed Content
Mixed Script
HTTP Favicon

Protocols and
Ciphers in
Certificates,
Chain, and
Connection

Key Exchange Algorithms
Digest
Ciphers and Cipher Modes
TLS Versions
Attack Indicators (e.g. DH small subgroup)

Table 2. Overview of relevant error scenarios, the con-
tent issues follow badssl.com [22].

Security warnings and
indicators coverage. To
get a complete picture of
the developments around
browsers’ security indicators
and warnings, a data set
should test for all issues
listed in Table 2. Please note
that depending on specific
research questions, this list
might have to be extended
or may be confined. For ex-
ample, for research focusing
on the evolution of indica-
tor and warning usability it
may be sufficient to look at
the indicator and warning UI
states, as outlined in Section
3.2. For research focusing on
differences between browsers
in the translation of TLS and
error states to the UI, the full list should be considered.
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In addition, non-security related work might also benefit from our data set. As
such, we strive to keep an open mind towards additional cases that can be added
to the data set. This includes cipher choices and TLS versions and various content
issues, as well as straight-forward validation issues. Due to the ongoing nature of
cipher discontinuation, we suggest to test against all ciphers from all supported
SSL/TLS versions of the currently tested browser version (see below). Screen shots
will only be recorded for combinations that divert from the happy flow (i.e. a website
successfully validating). If an SSL/TLS version is no longer supported by a browser,
it is sufficient to test against any non-supported SSL version to record a screen shot
of browser behavior in this case.

Furthermore, as data collection is an ongoing process for the future, so far
unsupported technology should be tested as soon as it becomes available in the first
browser. Examples include DNSSEC validation of the target name zone [3], and
TLSA record validation [14]. While both are available via plugins already, the focus
of this work is on out-of-the-box UIs.

In addition, other relevant TLS mechanics, like SNI, might be worth evaluating
in this context, if the data set is collected anyway. Finally, the happy flow should
be captured for DV, OV, and EV certificates, including any warnings that might
occur.4 Depending on the time-line, the happy flow will require a dedicated setup
with settings that might be considered insecure at a later point in time, e.g., SSLv3
support. Note that we do not make a distinction between major and minor errors, as
this notion changes over time. For example, while amissing Certificate Transparency
log entry may be acceptable for certificates issued before 2016, it may be a critical
error for a certificate issued by Symantec in 2018 [19].

Comparable visual presentation. Creating screen shots in a manner that they
are comparable is difficult. Furthermore, browsers may change their behavior if the
window size decreases. For example, Microsoft Edge as in Figure 1 removes the
EV indicator if the window becomes too small. In addition, DPI (Dots Per Inch)
settings may further influence the visibility or attention towards security indicators.
Similarly, OS decorations may distract from indicators. The most common desk-
top screen resolutions and DPI settings, as well as aspect ratios (4:3/16:10/16:9)
underwent changes over time as well.

Hence, we suggest to evaluate the 4 most common combinations of resolution
and screen size per year. To cover the potential impact of OS decorations, we suggest
to create screen shots of a default-full-screen browser, including decorations and
other desktop elements like taskbars etc.

Browser coverage. To build a data set that is as complete as possible, we suggest
to evaluate all browsers, starting from 1994, focusing on all browsers that have been
among the five most popular for any year since 1995, support SSL/TLS and have a
graphical user interface. If a browser is discontinued, e.g., like Netscape Navigator,
testing should presume up until the year the latest available version was released.

4 For example, early versions of Internet Explore displayed a warning when a non plain-
text website was visited.
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Platform coverage. The underlying operating system may influence the appear-
ance of browsers and how security indicators are recognized. We acknowledge that
the large number of available platforms is an even more difficult issue than the issue
of which browsers to test. To make this project feasible, we suggest the following
selection:

– For the Windows platform, the most recent version as well as the most used
one for each year.

– For the Linux platform Ubuntu (before then Debian) using the default desktop
environment of default installation with a desktop environment. For the distri-
bution we use the most recent stable (Debian) or Long Term Support (Ubuntu)
version for the corresponding year.

We acknowledge that evaluating Safari Mac OS X (andMac OS 9 before then) might
yield interesting results. However, due the strong hardware dependence of Apple
software, and the strict update regime making earlier versions hardly available (see
below), we will leave Apple products out of scope for now.

Time scale. The time scale with which we can evaluate browsers is heavily depen-
dent on the availability of verified browser versions we can test. Hence, our time
resolution will follow the software versions to which we can obtain access.

4.2 Challenges
Obtaining correct software versions. Obtaining old software versions is a
challenge. There is no consistent repository for outdated browser versions. While
there usually are archive mirrors for, e.g., Linux, additional research is necessary to
first compile such a software repository.

Creating a reasonable server-side test environment. With the addition
of a timescale, we will also have to provide a time-adjusted server-side. A 2018
TLS implementation is usually no longer interoperable with browsers using SSL
implementation from the pre-TLS time. As with the client side software selection,
this is an issue, especially as we will have to also simulate our own CA for this
purpose. As this infrastructure can be created using open-source components, we
will be able to utilize archive repositories.

Running outdated systems. In addition to getting access to the right software
in terms of operating systems and web browsers, we also have to get access to
hardware supported by this software. While virtualization may be feasible for many
newer software versions, there will be limitations for Mac OS X and early Windows
versions. In addition, the (automatic) update functionality of—especially more
modern—software may prevent us from running older software versions.

Limitations, Open Data and Crowdsourcing. Building a complete data set
certainly exceeds the capabilities of an individual research group. Therefore, we
will focus on initially producing a data set that is complete in terms of error types
(denied connection, major (with interaction), minor (without interaction), HTTP,
HTTPS, HTTPS with EV [15, 8]) for the most commonly used browsers today and
ten years ago, see Table 1. We plan to integrate our screen shots in an open data
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setup, where researchers (and possibly crowd-sourcers) can assist us in collecting
further data to build a complete list.

5 Conclusion
In this paper, we present our methodology for collecting an open data set of

web browser UIs related to SSL/TLS over time. Rooted in a literature study and
timeline of SSL and TLS development, we outline the basic requirements for such
a data set and describe the necessary test cases. Furthermore, we identify several
challenges, including the comparability of web browser screen shots due to changing
conventions of screen resolution and size combinations, issues in operating outdated
software, and hardware dependence of outdated software.We plan to collect the data
in an automated and replicable manner, keeping it open for research collaboration.
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